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Abstract-The use of web application has become increasingly 
popular in our daily life as reading news paper, making online 
payments for shopping etc. At the same time there is an increase 
in number of attacks that target them. In this paper we present 
a detailed review on various types of SQL injection attacks and 
prevention technique for web application. Here we are 
presenting a new technique for prevention of SQL injection 
attack for web application. As we know that SQL injection 
attack can be easily prevented by applying more secure scheme 
in login phase. To address this problem we proposed a 
technique with highly secure login scheme which uses hash code 
with salt. 
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1. INTRODUCTION 

The use of web application has become increasingly popular 
in our daily life as reading news paper, making online 
payments for shopping etc. At the same time there is an 
increase in number of attacks that target them.SQL injection 
attacks are possible because web application code is not 
secured during application development. SQL injection is a 
hacking method that is based on the security vulnerabilities 
of web application. 

It is categorized as one of the top-10 2010 Web application 
vulnerabilities experienced by Web applications according to 
OWASP (Open Web Application Security Project) [9]. 
One of the best ways to secure applications is by limiting 
access to those authorized to access the application[14]. In 
this paper we proposed a new technique to authenticate user 
for limiting access. In this technique we calculate a Final 
hash code value at run time and correct matching will 
authenticate the user. This technique uses hash function and 
salt, a salt consists of random bits creating one of the inputs 
to a one way function and a hash function is a subroutine that 
maps a large data set to a small data set. 
 

1.1 Meaning & impact of SQL Injection 

There are some malicious code that can be attach to the SQL 
called SQL Injection. SQL Injection is one of the many web 
attack mechanisms used by hackers to steal data from 
organizations. It is perhaps one of the most common 
application layer attack techniques used today. It is the type 
of attack that takes advantage of improper coding of our web 
applications that allows hacker to inject SQL commands into 
say a login form to allow them to gain access to the data held 
within our database. 

In essence, SQL Injection arises because the fields available 
for user input allow SQL statements to pass through and 
query the database directly.SQL Injection is the hacking 
technique which attempts to pass SQL commands 

(statements) through a web application for execution by the 
backend database. If not sanitized properly, web applications 
may result in SQL Injection attacks that allow hackers to 
view information from the database. Once an attacker realize 
that a system is vulnerable to SQL injection, he is able to 
inject SQL query or commands through an input form field. 
An attacker may execute arbitrary SQL statements on the 
vulnerable system. This may compromise the integrity of our 
database and/or expose sensitive information. Depending on 
the back-end database in use, SQL injection vulnerabilities 
lead to varying levels of data/system access for the attacker. 

2. RELATED WORK 

Most of existing techniques, such as filtering, information-
flow analysis, penetration testing, and defensive coding, can 
detect and prevent a subset of the vulnerabilities that lead to 
SQLIAs.  In this section, we list the most relevant 
techniques- 

William G.J.Halfond et al.’s Scheme- [2]- This approach 
works by combining static analysis and runtime monitoring. 
In its static part, technique uses program analysis to 
automatically build a model of the legitimate queries that 
could be generated by the application.  In its dynamic part, 
technique monitors the dynamically generated queries at 
runtime and checks them for compliance with the statically-
generated model.  Queries that violate the model represent 
potential SQLIAs and are thus pre- vented from executing on 
the database and reported. 
SAFELI – [3] proposes a Static Analysis Framework in order 
to detect SQL Injection Vulnerabilities. SAFELI framework 
aims at identifying the SQL Injection attacks during the 
compile-time. This static analysis tool has two main 
advantages. Firstly, it does a White-box Static Analysis and 
secondly, it uses a Hybrid-Constraint Solver. For the White-
box Static Analysis, the proposed approach considers the 
byte-code and deals mainly with strings. For the Hybrid-
Constraint Solver, the method implements an efficient string 
analysis tool which is able to deal with Boolean, integer and 
string variables. 
Thomas et al.’s Scheme - Thomas et al., in [11] suggest an 
automated prepared statement generation algorithm to 
remove SQL Injection Vulnerabilities. They implement their  
research  work  using  four  open  source  projects namely: (i) 
Net-trust, (ii) ITrust, (iii) WebGoat, and (iv) Roller. Based on 
the experimental results, their prepared statement code was 
able to successfully replace 94% of the SQLIVs in four open 
source projects. 
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Ruse et al.’s Approach - In [12], Ruse et al. propose a 
technique that uses automatic test case generation to detect 
SQL Injection Vulnerabilities. The main idea behind this 
framework is based on creating a specific model that deals 
with SQL queries automatically. Adding to that, the approach 
identifies the relationship (dependency) between sub-queries. 
Based on the results, the methodology is shown to be able to 
specifically identify the causal set and obtain 85% and 69% 
reduction respectively while experimenting on few sample 
examples. 
Ali  et  al.’s  Scheme  -  [14]  adopts  the  hash  value 
approach to further improve the user authentication 
mechanism. They use the user name and password hash 
values SQLIPA  (SQL Injection Protector   for 
Authentication) prototype was developed in order to test the 
framework.  The user name and password hash values are 
created and calculated at runtime for the first time the 
particular user account is created 
Roichman and Gudes’s Scheme – [13]suggests using a fine-
grained access control to web databases. The authors develop  
a  new  method  based  on  fine-grained  access control 
mechanism. The access to the database is supervised and 
monitored by the built-in database access control. This is a 
solution to the vulnerability of the SQL session   traceability.   
Moreover,   it   is   a   framework applicable to almost all 
database applications. 
SQL-IDS Approach - Kemalis and Tzouramanis in [16] 
suggest using a novel specification-based methodology  
for the detection ofexploitations of SQLinjection 
vulnerabilities. The proposed query-specific detection 
allowed the system to perform focused analysis at negligible 
computational overhead without producing false positives or 
false negatives.  
SQLrand Scheme - SQLrand approach [18] is proposed by 
Boyd and Keromytis. For the implementation, they use a 
proof of concept proxy server in between the Web server 
(client) and SQL server; they de-randomized queries received 
from the client and sent the request to the server. This de-
randomization framework has 2 main advantages: portability 
and security. The proposed scheme has a good performance: 
6.5 ms is the  maximum latency overhead imposed on every 
query. 
SQLIA Prevention Using Stored Procedures - Stored 
procedures   are   subroutines  in  the  database  which  the 
applications can make call to[15] . The prevention in these 
stored   procedures   is implemented by  a  combination  of 
static analysis and runtime analysis. The static analysis used 
for  commands  identification  is  achieved  through stored 
procedure parser and the runtime analysis by using a SQL 
Checker for input  identification.  
Parse Tree Validation Approach - Buehrer et al. [20] adopt 
the parse tree framework. They compared the parse tree of a 
particular statement at runtime and its original statement. 
They stopped the execution of statement unless there is a 

match. This method was tested on a student Web application 
using SQLGuard. Although this approach is efficient, it has 
two major drawbacks: additional overheard computation and 
listing of input (black or white). 
Dynamic Candidate Evaluations Approach - In [10], Bisht et 
al. propose CANDID. It is a Dynamic Candidate Evaluations  
method  for  automatic  prevention  of  SQL Injection attacks. 
This framework dynamically extracts the query structures 
from every SQL query location which are intended by the 
developer (programmer). Hence, it solves the issue of 
manually modifying the application to create the prepared 
statements. 
 

3. PROPOSED TECHNIQUE 

In this paper we proposed a new technique for preventing 
Database against SQL injection attack. In this approach one 
extra column is required in user account table to store   Final 
hash value. This value is created at the time of new user 
registration and stored in user account table together with 
user name and password as shown in table. 

Table1- User account table 
 USER 
NAME 

PASSWORD FINAL HASH-CODE 

   

   

   

   

 
At the time of login Final hash-code is calculated using 
stored procedure at run time and authentic user is identified 
by exact matching of username, password and final hash-
code. For calculation of Final hash code we will proceed 
according to architecture given in next section.  
 

3.1   ARCHITECTURE 

Architecture of proposed technique is shown in figure 
below- 

 
fig.1 ‐Proposed Architecture 
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3.2 WORKING  METHODOLOGY 

The working of proposed technology can be divided into two 
parts- 

1-Registration of new user:- when a new user wants to 
register he/she will fill the login form with  a unique name 
and password at user interface. At middle tier this unique 
name and password is processed according to the proposed 
architecture. 
 
steps are as given below- 

1. Find hash code of login name using password as 
salt. 

2. Find hashcode of password using login name as salt. 
3. Find Final hashcode by concatenating output of 

step1 and step 2 
4. Store login name,Password and Finalhashcode 

(output of step3) to user a/c  table. 
2- Login and verification:-  when a user wants to logon 
he/she will fill the login form . 
steps are as given below- 

1. Enter  a unique name and password at user interface. 
2. Entered user name is matched with the name stored 

in user a/c  table. 
3. when user name matches correctly , process user 

name and password according to proposed 
technique to find Final hash code at run time. 

4. verify this final hashcode and password with stored 
values. 

5. If he/she is valid user  then can access database to 
retrieve information from there otherwise error 
message is displayed . 

 
Working can be diagramatically shown as below- 

 

 
fig.2 –Three tier proposed Architecture 

4. EVALUATION OF TECHNIQUE 
The performance of proposed technique has been evaluated 
on a table having different number of user records. We 
computed response time of the system with and without 
embedded our proposed technique. 

For evaluation of our proposed technique we consider a 
dummy data table with varying number of records 10, 20, 30, 
40, 50. Result demonstrate that our proposed method put 
insignificant overhead onto the server in terms of time 
required in milliseconds. 
Processing overhead for different number of users is shown 
into the table given below:- 
 
  Total    
Records 

With  embedded  
proposed  technique 

Without embedded 
proposed technique 

10 11.3 10.3 
20 11.8 10.8 
30 12.5 11.5 
40 12.8 11.8 
50 13.2 12.1 

Table2 – Performance analysis of proposed  technique 

 
Following graph shows the comparative study of system with 
and without embedded proposed technique- 
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5.CONCLUSIONS AND FUTURE WORK 

It is obvious from above description that SQL injection 
attacks are one of the largest classes of security problems. 
Most existing technique either require developers to 
manually specify the interfaces to an application or, if 
automated, are often inadequate when applied to modern, 
complex web applications. 

In this paper we have reviewed the most popular existing 
SQL Injections related issues. We proposed a new 
technique based on hash function which is simple and 
highly secure from attackers. This paper presents an 
authentication method for preventing SQL injection attack 
and limiting access to those authorized to access the 
application. The proposed scheme is efficient and overhead is 
negligible. The future evaluation work should focus on 
efficiency of the system. 
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